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Part I

Introduction
The Time Encoding and Decoding Toolkit (TED) is a library of MATLAB functions and demos that implement time encoding and decoding algorithms. A Python/PyCUDA implementation is also available from the Bionet Group's code repository page.

To get started using the toolkit, go to the installation page and try running the demos. Check out the machines page for a high-level description of the time encoding and decoding routines included in the toolbox.
Part II

Contents
Installation Instructions

1.1 Prerequisites

The Time Encoding and Decoding Toolkit requires a relatively recent version of MATLAB (e.g., R14 or later) to run.

To rebuild the documentation, the following Python packages are also required:

- Docutils 0.5 or later.
- Jinja2 2.2 or later
- Pygments 0.8 or later
- Sphinx 1.0.1 or later.
- Sphinx ReadTheDocs Theme 0.1.6 or later.

1.2 Building and Installation

Unpack the archive (or check out the project GitHub repository) into an installation directory of your choice. Assuming that Matlab is installed in the directory whose name is stored in the environmental variable $MATLAB, one may wish to install the software in $MATLAB/toolbox/ted if one has administrative access to the machine.

Add the subdirectories of the installation directory to Matlab’s search path so that the functions comprised by the toolbox may be easily accessed. For example, if the software is installed in $MATLAB/toolbox, one may add the following lines to the list of paths in $MATLAB/toolbox/local/pathdef.m and restart Matlab to make the toolbox contents available:

```
matlabroot,'/toolbox/ted/ted:', ...
matlabroot,'/toolbox/ted/teddemos:', ...
matlabroot,'/toolbox/utils/utils:', ...
matlabroot,'/toolbox/utilsdemos:', ...
```

Alternatively, one may also add the path to the toolbox for the duration of one session by running the commands

```
addpath(strcat(getenv('MATLAB'),'/toolbox/ted/ted'));
addpath(strcat(getenv('MATLAB'),'/toolbox/ted/teddemos'));
addpath(strcat(getenv('MATLAB'),'/toolbox/utils/utils'));
addpath(strcat(getenv('MATLAB'),'/toolbox/utils/utilsdemos'));
```
To rebuild the documentation, run:

```
make
```

from within the docs/ subdirectory and follow the directions.
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Time Encoding and Decoding Machines

The TED Toolkit provides implementations of a range of time encoding and decoding machines. Brief descriptions of these machines are provided in the following pages, along with links to the relevant articles that describe them in more detail and documentation for the Python functions and classes that implement them.

2.1 Asynchronous Sigma-Delta Modulators

2.1.1 Encoding with Asynchronous Sigma-Delta Modulator (ASDM)

- **ASDM Encoding** *(asdm_encode.m)* [2]:
  Encodes a bandlimited signal using an ASDM encoder. A signal can be encoded by a single ASDM encoder (Single-Input Single-Output Encoding), as shown below, or it can be encoded by multiple of such ASDM encoders (Single-Input Multiple-Output Encoding).

2.1.2 Decoding for Signal Encoded with Single-Input Single-Output ASDM Encoder

- **Decoding** *(asdm_decode.m)* [2]:
  Reconstructs a bandlimited signal encoded by a Single-Input Single-Output ASDM encoder using sinc kernels.

- **Decoding using Fast Approximation Method** *(asdm_decode_fast.m)* [4]:
• **Decoding using Threshold-Insensitive Method** (*asdm_decode_ins.m*) [2]:
  Reconstructs a bandlimited signal encoded by a Single-Input Single-Output ASDM encoder. This reconstruction method does not require the specification of an integrator threshold.

\[
\begin{align*}
(t_k)_{k \leq 0} & \leftarrow B^{-1}(BG_{\Gamma f}B)^{-1}\mathbf{B}_0 \\
\sum_{k \leq 0} g_k(t - t_k) & \leftarrow \leftarrow \hat{a}(t)
\end{align*}
\]

2.1.3 **Decoding for Signal Encoded with Single-Input Multiple-Output ASDM Encoder**

• **Population Decoding** (*asdm_decode_pop.m*) [7]:
  Reconstructs a bandlimited signal encoded by multiple ASDM encoders using sinc kernels.
  ![Diagram of Population Decoding](image)

• **Population Decoding using Threshold-Insensitive Method** (*asdm_decode_pop_ins.m*) [2] [7]:
  Reconstructs a bandlimited signal encoded by multiple Asynchronous Sigma-Delta Modulators using sinc kernels. This reconstruction method does not require the specification of an integrator threshold.
  ![Diagram of Population Decoding using Threshold-Insensitive Method](image)

2.2 **Integrate-and-Fire Neurons**

2.2.1 **Encoding with Integrate-and-Fire (IAF) Neurons**

• **IAF Encoding** (*iaf_encode.m*) [2] [11]:
  Encodes a time-varying signal using an IAF neuron. Leaky and ideal neuron models are supported. In addition, IAF neuron with random (Gaussian) thresholds is also supported. A signal can be encoded by a single IAF encoder (Single-Input Single-Output Encoding), as shown in the figure below, or it can be encoded by a population of IAF neurons (Single-Input Multi-Output Encoding).
2.2.2 Decoding for Signal Encoded with Single-Input Single-Output IAF neuron

- **Decoding** *(iaf_decode.m)* [1]:
  Reconstructs a bandlimited signal encoded by an IAF neuron using sinc kernels.

- **Decoding using Fast Approximation Method** *(iaf_decode_fast.m)* [4]:
  Reconstructs a bandlimited signal encoded by an IAF neuron using a fast approximation method.

- **Decoding using Spline Interpolation** *(consistent_decoding_LIF.m)* [12]:
  Reconstructs a finite-energy signal encoded by an Leaky-Integrate-and-Fire (LIF) neuron. It uses spline interpolation algorithm.
2.2.3 Decoding for Signal Encoded with Single-Input Multiple-Output IAF neurons

- Decoding for ON-OFF IAF (consistent_decoding_IF_ONOFF.m) [12]:
  Reconstructs a finite energy signal encoded by ON-OFF IAF neuron pair. The reconstruction is performed using spline interpolation method.

- Population Decoding (iaf_decode_pop.m) [7]:
  Reconstructs a bandlimited signal encoded by an ensemble of IAF neurons using sinc kernels.

- Population Decoding using Smoothing Splines (LIF_pop_decode_S1.m, LIF_pop_decode_S2.m) [11]:
  Reconstructs a signal in Sobolev Space $S_1$ or $S_2$ encoded by a population of LIF neurons. The reconstruction uses smoothing spline method in the RKHS. Signals encoded by population of LIF with random threshold should be decoded using this function.

2.2.4 Decoding for Signals Encoded with Multiple-Input Multiple-Output IAF neurons

- Population Decoding using Spline Interpolation (consistent_decoding_IF_MIMO.m) [12]:
  Reconstructs multiple finite energy signals encoded by a population of ideal IAF neurons in Multiple-Input Multiple Output setting. The reconstruction uses spline interpolation method.
The Time Encoding and Decoding Toolkit implements algorithms from the following publications:


The implementations in this toolbox were written by the following current and past members of the Bionet Group \(^1\) at Columbia University’s Department of Electrical Engineering under the supervision of Prof. Aurel A. Lazar \(^2\):

- Lev Givon
- Eftychios A. Pnevmatikakis
- Robert J. Turetsky

Some portions of the code are partially based upon older implementations written by

- Robert J. Turetsky
- Yevgeniy B. Slutskiy

Documentation for this toolbox was prepared by

- Lev Givon
- Yiyin Zhou

The software in this toolbox was integrated and packaged by Lev Givon.

\(^1\) http://www.bionet.ee.columbia.edu/
\(^2\) http://www.ee.columbia.edu/~aurel/
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License

Copyright (c) 2009-2015, Lev Givon, Eftychios A. Pnevmatikakis, Robert J. Turetsky. All rights reserved.

Redistribution and use in source and binary forms, with or without modification, are permitted provided that the following conditions are met:

• Redistributions of source code must retain the above copyright notice, this list of conditions and the following disclaimer.

• Redistributions in binary form must reproduce the above copyright notice, this list of conditions and the following disclaimer in the documentation and/or other materials provided with the distribution.

• Neither the names of Lev Givon, Eftychios A. Pnevmatikakis, and Robert J. Turetsky, nor the names of contributors may be used to endorse or promote products derived from this software without specific prior written permission.

THIS SOFTWARE IS PROVIDED BY THE COPYRIGHT HOLDERS AND CONTRIBUTORS “AS IS” AND ANY EXPRESS OR IMPLIED WARRANTIES, INCLUDING, BUT NOT LIMITED TO, THE IMPLIED WARRANTIES OF MERCHANTABILITY AND FITNESS FOR A PARTICULAR PURPOSE ARE DISCLAIMED. IN NO EVENT SHALL THE COPYRIGHT OWNER OR CONTRIBUTORS BE LIABLE FOR ANY DIRECT, INDIRECT, INCIDENTAL, SPECIAL, EXEMPLARY, OR CONSEQUENTIAL DAMAGES (INCLUDING, BUT NOT LIMITED TO, PROCUREMENT OF SUBSTITUTE GOODS OR SERVICES; LOSS OF USE, DATA, OR PROFITS; OR BUSINESS INTERRUPTION) HOWEVER CAUSED AND ON ANY THEORY OF LIABILITY, WHETHER IN CONTRACT, STRICT LIABILITY, OR TORT (INCLUDING NEGLIGENCE OR OTHERWISE) ARISING IN ANY WAY OUT OF THE USE OF THIS SOFTWARE, EVEN IF ADVISED OF THE POSSIBILITY OF SUCH DAMAGE.
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Change Log

6.1 Release 0.7 - (March 21, 2015)

• Change package name to Time Encoding and Decoding Toolkit.
• Change to PEP 440 version numbering.
• Use ReadTheDocs theme in HTML docs.

6.2 Release 0.061 - (August 6, 2012)

• Documentation build bugfix.

6.3 Release 0.06 - (August 6, 2012)

• Add documentation.
• Merge with utils toolbox.

6.4 Release 0.05 - (April 28, 2011)

• Improve performance of IAF encoder.
• Fix incorrect signs in delayed IAF algorithms.
• Add gammatone trigonometric polynomial demos.
• Update license.

6.5 Release 0.04 - (April 16, 2010)

• Add gammatone filter algorithms.
• Add delayed IAF algorithms.
• Add spline interpolation algorithms.
6.6 Release 0.03 - (January 07, 2010)

- Add IAF population decoding algorithms.
- Speed up decoding algorithms with faster sine integral approximation.

6.7 Release 0.02 - (October 26, 2009)

- Add ASDM population decoding algorithms.
- Make time array construction consistently use a fixed time step.

6.8 Release 0.011 - (May 08, 2009)

- Change package name to Time Encoding and Decoding Toolbox.

6.9 Release 0.01 - (May 08, 2009)

- First public release.
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• genindex
• search
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